# Importing the libraries

**from** tensorflow.keras.models **import** Sequential

**from** tensorflow.keras.layers **import** Dense

**from** tensorflow.keras.layers **import** Convolution2D **from** tensorflow.keras.layers **import** MaxPooling2D **from** tensorflow.keras.layers **import** Flatten

*#import the preprocess library of image*

**from** tensorflow.keras.preprocessing.image **import** ImageDataGenerator

# Image Augmentation

train\_datagen **=** ImageDataGenerator(rescale**=**1.**/**255,shear\_range**=**0.2,zoom\_range**=**0.2,horizontal\_flip**=True**,vertical\_flip**=Tru e**)

*#rescale = pixel value rescaling to 0 to 1 from 0 to 255 #shear\_range => counter clock wise rotation(anti clock)*

test\_datagen **=** ImageDataGenerator(rescale**=**1.**/**255)

*#load your images data #load your images data*

x\_train **=** train\_datagen**.**flow\_from\_directory(r"D:\IBM project\Flowers- Dataset\dataset\Training",target\_size**=**(128,128),batch\_size**=**32,class\_mode**=**"categorical")

Found 3457 images belonging to 5 classes.

x\_test **=** test\_datagen**.**flow\_from\_directory(r"D:\IBM project\Flowers- Dataset\dataset\Testing",target\_size**=**(128,128),batch\_size**=**32,class\_mode**=**"categorical")

Found 860 images belonging to 5 classes. x\_train**.**class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4}

# Create Model

*#initialize the model*

model **=** Sequential()

# Add Layers (Convolution,MaxPooling,Flatten,Dense- (Hidden Layers),Output)

*#add convlution layer* model**.**add(Convolution2D(32,(3,3),input\_shape**=**(128,128,3),activation**=**'relu')) *# 32 => no of feature detectors*

*#(3,3)=> kernel size(feature detector size => 3\*3 matrix)*

*#add maxpooling layer*

model**.**add(MaxPooling2D(pool\_size**=**(2,2)))

*# you can add more convolutiona and pooling layers* model**.**add(Convolution2D(32,(3,3),input\_shape**=**(128,128,3),activation**=**'relu')) model**.**add(MaxPooling2D(pool\_size**=**(2,2)))

*#flatten layer => input layer to your ANN*

model**.**add(Flatten())

*#hidden layers* model**.**add(Dense(units**=**500,kernel\_initializer**=**"random\_uniform",activation**=**"relu")) model**.**add(Dense(units**=**200,kernel\_initializer**=**"random\_uniform",activation**=**"relu")) model**.**add(Dense(units**=**300,kernel\_initializer**=**"random\_uniform",activation**=**"relu")) model**.**add(Dense(units**=**400,kernel\_initializer**=**"random\_uniform",activation**=**"relu"))

*#output layer*

model**.**add(Dense(units**=**5,kernel\_initializer**=**"random\_uniform",activation**=**"softmax"))

# Compile The Model

*#compile the model*

model**.**compile(loss**=**"categorical\_crossentropy",optimizer**=**"adam",metrics**=**["accuracy"])

# Fit The Model

*#train the model* model**.**fit(x\_train,steps\_per\_epoch**=**109,epochs**=**25,validation\_data**=**x\_test,validation\_steps**=**27) *#steps\_per\_epoch = no of train images/batch size*

*#validation\_steps = no of test images/batch size*

Epoch 1/25

109/109 [==============================] - 93s 822ms/step - loss: 1.3275 - accuracy: 0.3908 -

val\_loss: 1.7720 - val\_accuracy: 0.3081 Epoch 2/25

109/109 [==============================] - 83s 762ms/step - loss: 1.2066 - accuracy: 0.4631 -

val\_loss: 1.2472 - val\_accuracy: 0.4221 Epoch 3/25

109/109 [==============================] - 83s 762ms/step - loss: 1.0958 - accuracy: 0.5270 -

val\_loss: 1.1586 - val\_accuracy: 0.5256 Epoch 4/25

109/109 [==============================] - 92s 843ms/step - loss: 1.0594 - accuracy: 0.5733 -

val\_loss: 1.1411 - val\_accuracy: 0.5384 Epoch 5/25

109/109 [==============================] - 88s 803ms/step - loss: 0.9549 - accuracy: 0.6225 -

val\_loss: 1.1228 - val\_accuracy: 0.5430 Epoch 6/25

109/109 [==============================] - 84s 765ms/step - loss: 0.8991 - accuracy: 0.6402 -

val\_loss: 1.0456 - val\_accuracy: 0.5709 Epoch 7/25

109/109 [==============================] - 89s 811ms/step - loss: 0.8736 - accuracy: 0.6575 -

val\_loss: 1.1910 - val\_accuracy: 0.5802 Epoch 8/25

109/109 [==============================] - 87s 794ms/step - loss: 0.9027 - accuracy: 0.6468 -

val\_loss: 1.0589 - val\_accuracy: 0.6070 Epoch 9/25

109/109 [==============================] - 86s 788ms/step - loss: 0.8072 - accuracy: 0.6882 -

val\_loss: 1.0385 - val\_accuracy: 0.6163 Epoch 10/25

109/109 [==============================] - 90s 820ms/step - loss: 0.7578 - accuracy: 0.7102 -

val\_loss: 1.1246 - val\_accuracy: 0.5872 Epoch 11/25

109/109 [==============================] - 84s 772ms/step - loss: 0.7377 - accuracy: 0.7142 -

val\_loss: 1.0831 - val\_accuracy: 0.5872 Epoch 12/25

109/109 [==============================] - 94s 863ms/step - loss: 0.7545 - accuracy: 0.7067 -

val\_loss: 1.0106 - val\_accuracy: 0.5884 Epoch 13/25

109/109 [==============================] - 99s 905ms/step - loss: 0.7118 - accuracy: 0.7423 -

val\_loss: 1.0672 - val\_accuracy: 0.6058 Epoch 14/25

109/109 [==============================] - 91s 831ms/step - loss: 0.6494 - accuracy: 0.7547 -

val\_loss: 0.9917 - val\_accuracy: 0.6384 Epoch 15/25

109/109 [==============================] - 120s 1s/step - loss: 0.6305 - accuracy: 0.7605 - val\_loss: 1.2212 - val\_accuracy: 0.5930

Epoch 16/25

109/109 [==============================] - 96s 883ms/step - loss: 0.5863 - accuracy: 0.7787 -

val\_loss: 1.0767 - val\_accuracy: 0.6279 Epoch 17/25

109/109 [==============================] - 91s 832ms/step - loss: 0.5464 - accuracy: 0.7964 -

val\_loss: 1.1028 - val\_accuracy: 0.6360 Epoch 18/25

109/109 [==============================] - 91s 836ms/step - loss: 0.5666 - accuracy: 0.7935 -

val\_loss: 1.0856 - val\_accuracy: 0.6209 Epoch 19/25

109/109 [==============================] - 88s 808ms/step - loss: 0.5793 - accuracy: 0.7891 -

val\_loss: 1.0319 - val\_accuracy: 0.6512 Epoch 20/25

109/109 [==============================] - 84s 771ms/step - loss: 0.5085 - accuracy: 0.8117 -

val\_loss: 1.2402 - val\_accuracy: 0.6116 Epoch 21/25

109/109 [==============================] - 82s 754ms/step - loss: 0.5008 - accuracy: 0.8146 -

val\_loss: 1.0975 - val\_accuracy: 0.6221 Epoch 22/25

109/109 [==============================] - 82s 752ms/step - loss: 0.4399 - accuracy: 0.8423 -

val\_loss: 1.1795 - val\_accuracy: 0.6209 Epoch 23/25

109/109 [==============================] - 81s 741ms/step - loss: 0.4287 - accuracy: 0.8426 -

val\_loss: 1.3299 - val\_accuracy: 0.6267 Epoch 24/25

109/109 [==============================] - 85s 777ms/step - loss: 0.4200 - accuracy: 0.8455 -

val\_loss: 1.3333 - val\_accuracy: 0.6395 Epoch 25/25

109/109 [==============================] - 80s 731ms/step - loss: 0.4816 - accuracy: 0.8212 -

val\_loss: 1.1663 - val\_accuracy: 0.6500

<keras.callbacks.History at 0x1fc8ad5fa90>

# Save The Model

model**.**save("flowers.h5")

# Test The Model

**from** tensorflow.keras.models **import** load\_model **from** tensorflow.keras.preprocessing **import** image **import** numpy **as** np

model **=** load\_model("flowers.h5")

img **=** image**.**load\_img("sunflower.jpg",target\_size**=**(128,128))

Img

![1.png](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCACAAIADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD7FdF153s52abT5f3Uqebt+Vv4/wDvquc0f4FaRo8uoQeIJ4L+KVd8EtvO0UsSf3/7v/oX3K9LtvDen/Zf3S+S6fddP4f9jZ/3zXG+LZp7mXyoov3T/JE+3f8ALX0lHES/hUpcp4NTDR+KrE8W+IXwoufB+y+g3X+iz/6q42/6r5/uS/3Wqb4XfCKfxhepPqHm2GjvEzrd/Knmuv8AAm771e8abZxeLdLt9M1BWudPf5Gimn2J/v8A/fa1X+IT2yeHH+xrHbS2t0nlRIv8H8aJ/wB913PM6vJ7L7Rx/UKfP7X7Jq634b0O80vT9M+yr/ZVv5UqxIu3ftf5Eb5PmX/4r71P1LR9B1v7DfalAu/Tmd7P5diJ9z+Bf4f/AIiqmg6lpj+DYb68vGmuFi3+Tu2eb/Ds/wA/3KNS8W2OpPLZwTq8XlRPF/tbvvpsrxeaZ7HLA5/xD8K/CHiSX+1/+PZIF/exW7eV5v8Av/8AfH8FeFeOfBkvh6/+3W1tLDot02+zd5Vf/gH/AI4/3/7ley+KtY2ackEDb3Vvl2V5lquvedoktjPFvWVl+T/aV/vp/wCP/wDfde3galU8fF06czh31K5+ypbNcs9uvz+VWhbePNas0RYtRkRFXYtUry2RP+WTJ/wKqiWbO/yrX0nLGfxng80oHd6J8V76G682+lk+7s32+xP/AGSsTxJqVzqV79u2ypFKvyvu31iQ+fZtuiZkf/Yq8mpX3leU07On9x/nrGNGMZc0Tb28px5ZFRJp0ieJGbY330qazsLm8dFggkmdvuoi76tWGmtfz7WXeifO2yvSNE0HxC9q8WkRNbWjfIruro//AH3RUr+yCnS9qef6V4e1DUpfKtraR3/74r03wZpXirSm2tp6w27fef5ErY0fwNr2lTpP9s/0j+JEbfvrq7y/gs4kivm2P/FvavKxGN5/dh7x6tDCcnvGP4Y+Jdsmo3Czt8jNv851/wBj56Ly/i1W1eeK+ih2yu6Reb/FXx1YfHvQbzeq6nOnzKivMu9G3V3Fh4tW5iRYryC5SVPNXY2/ev8Afrz6dGhVlzUpG8sTVhHlqxPp3StSlfa0FzvRH+WV9ibG/j31FqWq2N/sivPkTb8zp/FXgmm+Lb6w+aJldP7lPvPHNy8Uvmqzu/z/ACPTlgJcxUcbHlsesXlnZ6bqiRRTypp8u7ynm+REb/OymTaPfW2ydlidJYt/7pt7pXkifFS8+wS2M9nFNbsuz5/v1oeD/iiulX8ss6/upfvRf3KiWGqQiEa9Ocj0ZPCur3Nkl5FAzxS/6r5l3vurEh+Htzc3rxXjS2EXlJcJKkHm/wDANlWE+NizQXHnzxXLp/qN9MsPG0WpWtus+obH/iTb/d/26iMq8DaUaEx+t/Ci2+1StZ3LXlrFLsdE2o+3/f8Au7q7P4Y+ANK0S1S+W2nTUNuyW7uP+WSts+RE/vbf/Q3qpbeJG0qKJraWBNreb5r/ACfwfx/98VYtvFsdzFFLBffb3uGW42PvTYjfMlY1cZUl+45i6WGpRl7TlLepfDrw08Dxy6Gz3F/Kz/a0lbejf5/grznx58Ll0dri60qJvsVqyW8sUsu+Xd/f/wB2u+s/FWoaldahLpEsm9G8r5G/4FWJpVzef8JDKq/vntYt90jt/HL9xP8Avjfu+7XlQz+ND2clLm9pLlj/AO3f+A2Omplca3NHl5eU86SzvtBv9sE7JLt377dt+5fvV0um/ELXIZUWW5V4v4keJK9Ds5tMha9u9P23mppL5Ur7f9V/f/8AQ/8Ax/8A2KqWHhvT997fX1naXO6dZVT7iKn/ALN9/wD8cr6SnmmHxVP2vxRPHll9ajPljIypvH/7r91Fvlf72yX5K5S/1LVdSifczfZ0+9sX5K9K1LwBpUP2fyvk+bZLsl3pUUOlafDavZ7P3UsuzfF/cb/eop4uhD3qUS6mGry92Uj8WvtN5Z28X2ZvtPzJ8iN912/g/wCAbP8A0Ou18H+KtT0Hxlp99FfSJFFsiurfds+T+43+zXj7+J5bbVEubbzYV2/Mnm797t996mttSjS63MzJuX96m3/xyvhLThKM4HvShzxPu3SvjBpV5PqbfbNlvb7vK+Xe8qL99/8A7D/Y/wBuszx58eIPD1rZNZrBfvcbZW+bYixf/FV8r/2xLNcRLtX5W3rv+4i/eqrqvi22S48rz967t/8AqEl/4Bv3169TOMTKPLE4PqFLmPsLwZ8V9K8ZqixK0N26/wCpf/2T+9/9hV7TfGdjrF1dxWfzpat5Ur/7VfHnhvxhL4Yv/wC07aef5omTyt27ejf7ldn4S8fy+FbK4+zQfPLLvbzW3/J/sf8Aj9dlHOvdj7c5quA/59H1QlzFMm5Wq7pWvLZ3H+t+X+5XzE/xmubl9Q+zXMsKXX+qTb/qv9yu60f4naZfojNLLD8vzyvs/v8A+Wr0VmuGrLkUuU5HhKsHzH0hf3N5eRXDNumSJf3uz+Bf7/8Au7Pm31XfVbywiRoJWhT7mxG+R686+G/xd06/8R/2HbXi/wBoQRPKsvybJV/uf7X97/8AYSvRtXmTUtFv9OsJ47DUpYG8jcvyRNt+T/vhv/QK/nnMOJ8dlOeUY4/3vZ80ZSj9qEvLyP0rC5TTx+AlPDe7zfZ/llE13vNT/tuyignkhe6WLzXRf++3rRTxJLpWuX2oXM/2aKeXbEif8vUv8Cf+P7n/AOAf36Zf3lnbaojL+++V0tn3f7H3/wDvhP8Ax+vMLfOv69cCX/Sbgz+VB83yf3a/PpcQYjFwoxj7qpxn/wCTyd/wPqFlMaSqSl9rl/8AJbfqeiWHjDUNNuLvyp97yyu8v+0/+/8A8Arpb/xPeeUjagzW12q/Nbovzon990/h+/8A+P1zUsNt4Q2+RP8AbNY/juHVfKtf9xP73+3/AA/7LV4BrP7UVjDrV3Y20Ul9p7So0t7Nt/euj7N6f3l+d/8AP3f2DJ+JPrX1TK8n/h04x9pUkvyXn/Xc+FxuW1aXtcXi/il8MT6im8eSva+Uty3+zsX79Qw+P5UtfK+ZP9tK8l0rxtY6krtFcxOkTeVK6N9xv7lasPiGxm37bmL/AL6r94hDDzh7rPgZVqvMfJD/ALEkk0Ty2niyF2RV+/Zts/23+993/wCzo/4Yo1BLVPI8QWz3Cfe82Btn/Af8/wAP/fP1HDcaZNao0WozeVcS/YLN/K+9t2r5q7tvypv+5/0yfburSsLC8hiiiaxg/tB4vkt4mV3X53b50ZH2r/3zuav5Q/1izP7Nb/wKMY9D9Y+pUPtRPlS5/ZF1TRF+3QeI438jdLK72zbP7+x/7u//AH2/8frmrb9mbW7q9/cazp/2uX79ukWxF3P/AOPLs+b+9X1LoOpLeXUVtPPqEOp3DJdf6XF/rduxURkb/wBDfb9z7/36qzah9jX7NYpHb3ssvmxX0S/aIt2xF81lZN38L/Lu/vrsrtpZ3m3tPYc3NL/Cji+rYfl9p9k8E0H9lnUrC7tZ/Estolpt+ZbGdkfczouzcy/J9/8Au/x12Hir9mDSv7Gml0DWn03U/tKq1vq0v2hGT/YeK3T5t2zb/wAD/uV6zLaz+JLi8tbJfK1yeSK8byduyXyEVXdkXbubaq16rYfD62sNDvbm5laaWVvtsTu3+q2vuRP++nrzMfxdjsC4xxDjzf4T0MNldHEe/T+E+Hrz9mbVYb+0gW+g83b/AKd5Urunn+a6fLuT5V2uleg/Dv4MeF59Qu4vF2mz/ZW3Jbot15qLt3/61YtjMvy/8B/utv8Al9bitoNP8Mpql5cyQrLdRQQIi7Nyr+9lb/dRV2r8v3t38O2rXg600nU0llu7vS4b2XyvIMsrrt3bvufJu+bym2u+1dqt96pxXEWOxGFlKUuXpzRJjl9CFaNzC/4Ub4Y0K7il0r7XoM0Ur3UUrf6fFv37k2bmRkX7/wAztL/8VreIoW0jT/t19cwFLVN73dkzN5X/AABlVv8Aviun1z+2rPfPeStKq7Yllil82L7u5Nsvz/8AoVfP/wC0ZrGoWvw61ee2guXTbtneJf8AVbv4t1fL4Wtis5xFCliKnN9m/wDwT6ynRo4SlKrSPMfFn7XdzZ+JdTj0S3iu9PkXZ5rs6qr7drSqv3v7/wD31Xo3wj+OWm+KrSJrZ/K1VP3s8Tt86t/sf3v/ANuvhTf5h3tXrH7NM0sPxEiiX590Dbov71fsWacN5fSy+Xsoe9GJ8zhM2xM69pfaPuL+259STa7bK7HQtRGsW6abqtrp+sQRfvYP7WiaVov9zc+3/vquU0R0cKskEUJ/hf8A2v8Aa/2f8/NUX2zUk1iXS7zTp7O9e2ZoERVZJW/vq33dqfxf+y7K/EI0Jz5vZPl5T3cTUtL3zznxXp+r/wDCV3sWi6VBbaPLPttnSJt/y7N77fvbd3zf7vzVRfW9ThWL7NpjXkv9yVX37P4H+5/H9/Z/d/76r1+9jWCHUo7a9hS9s4omS1t591xB/dbau1vm2/cbcvy/9852h3N3omo2VzBfeda+f/pm+Jne9iV2TYsvzt/AqfcX5dm+v0bCZ5ioYdKMebl/xfjufGV8tpTrX+Esa9cpo+r6bpjXd2+pW8USSwxS/Z3ll2IqS7d/y/frN1XXHnkS4sY76G61Gxge8unglW4uvKlZNkqf3fvVk6h4S1nxDFbuls017dQJcK99/oqXu7Zs/eq+3cm912fxbEZ/v15p4z+LXiy28Qy7rGXSnggeyW0sZX8mDbs+T5X+8mz/ACuyvTw2Co4pRp1fij9n7X6GVSvUoR5o/aPoDStSke11u+0hoIX8i3uGS7VN8UvmojpK+/7yL/s/NXk+t62tt/xL7Frm8ldZb1t+55U+/wDvXfeny/Pv/u/P/wB99D8LPA+r63o00FhbpffZZEup5op0W3dmi2pE6L95U+fb/wB9VUsLLXPDGvW6xLc694g0hk+ywyxIkUUX7r7m7/ge3/ZfdXm4SpQo4rEU18WnLHr2Xf8Apm1aMp0aUn8J9JeCU8Pad4U8K6rJpy22rrBFB9oiXyt7bPndovu/P8v/AH3/AN9ec2fxhh1bU/7Our/c0jNPK7S7kXds/g/76auB/aX+LM/g/wCG0slhI32q8VfLdIli8pt333X+98zrt+X7n3Fr4Z8GeI9Vt/HWl3v22Y3V1eRLM/mfeRmX5Wr5/J+FJ5rSrY3ET/m5T66ePoZfyUIx+I/UJLO68W3dle22myyx6PF/xKtPedfN+Vfl27mVV+Xbtf8A3f8AerzW48Y2WgfEHXdP1tZbu0s5WZYrRYL3yLyVX2JEjSou59zfxO//AH3Vvwz4z1JNMSA6gyhvnbevzuzf7f8AF/wOvEfiv9kk1J5Xs/JsrWVPNdN8Ut1LPvZHT5Nv/LKX56jIMD7XE1MPXfu8v9b/ANanDnNT2EYVKR9P6breja7pt1qS6NqGxJNuzVvklaX/AHP9rd/Bt/i+Zq4j4tQz+IfCl7b3sTQ28qyrFbw7UiiXb8/yfd3fw/8AfNejfDrRbLT/AIdaRe6r9rWJdPia0t71tzz7l+eVvn+b7n8Lf3PmrC8T2y6izXXkbInX7ifcWJf4d397d97/AHq+YhXp4bHS9j8MJaHtYaUp4e1T4j80vFPw41fw3qj2slpPcp/yzlSJmR69z/Z3+EN5pU8Ot6mrW9xKv7iB1+7/ABbv+BfLX0DN4Vs7maLz4Fdm+9W9/ZsWm29gi7Udtqr/AN8V+iY/i6pisL9XhH4viPMo5XTw9X2p0vhP+zdSS3ttQaa2ud2xrqLbKj/9svl3f99V1d/pV54f0yWeTVLD+zfurdvdqrxM3y/ull+bd/wGvOYdhvJYNrfvVVvu/J/wH/P92tm68bXngfRJZb+0/tfRUiZ5f9VL8vlbvKdGbcq/I67f/i6/MXh6latH2f8A4D/kehXqRjGUjkfEviayOpXV3odpp32SS2+1X2tvB9n/ALRVYtqxfP8A3dz/APAv9ysyw01vHmlahrN5PJZ6fdQbIlms38q42yo3m/JEn71E2K7p/e/iqLxJr2leJ7XTde0zwjF4e8NRS/Z5b77V5SPudJfK/wBbtib5tv8AFs31Nrvh/TvFWgaU0rTabLpcqxaZFD5SLfxNL/pCebtdd3lK3zvu/i+Sv1rCwp4ejS5KMvi97+aP3fL0R8LOpUq1Zc1T/wCRPpTW7OB4LVp4luXibfsdv9v7m9a+UvDPhLXvHnibxLFpGnSaPp9xqN/FBqcTfPAqpcRW9u7M7ttdn2Ns/wBj7+xNuh8Tvj3qesa9e6fZywWemxMsS2nmsksrLcfO7Sr93fF8mzf913/3qf4t+KN54S8Lwx6NoK6JcXTIn9mXLS74mbe1wzuuzZva4+ZJf7iN/ufRxjJYiOJjHmjL3fz/ADPL/wCXfspfZO68TTeJ/Adnonh+x1lU0SJVS6SH5JbqXzd0rvu3/eXzf+Bf8Aqz8PfB9l4o1Bby0sdQ0Lw7YK63iPbNb/b9rovleaz7vKRkT7i/KqffX5GrynXtfvPinYWNtd2epPdtP9obVkT5227/AJEZX2xb/wDYdm/i/wB/2bw7eXWu6JvuZ1hsoH2Jbvv3+Vs+R3X+FXbzdv8As/P/ALNfJZpgqmApz+qyjGVT7Uvd8/mz18HUjipWrfZPGP2stIuPijpU2n2PlQ29g3mWcMS7E+X/AGf9yvnz4UfALUodciv9b8vbasrR26/P8395q+trywW5X7u9d38dZYEeiXVl5kbbLmVbfei/db5mXd/6D/vMteLlueYnB4F4Ch/Xc+urUKFWpGvU+yDprieH2XSmjmuIvuw3W5kX/gFeP+PkvvFXie2s4rO//tJnitbx7W2aVIvk3f6PF/wCX/4ta7v4geOdQ+GF5Dd+VHd6Vdfuok/1TxT/ANzzf7rr/f8A7teDzeOfFR+MMWtaVeXKahdNF5tujbXVFt083ejNt2ou7Z/1y/2K+l4dwlVQnXlGPLKPuyPm83rQrThGEveifY/xD1P7FbWfhzS45rLz5UgsbqCD57aBVl+6y/ulVNq7V2bl83crfLW9rz2iW8UcDSpCsEUTedt83+98/wD3ytcJF8TrTWtVbQdPnV1inRf7Qi1DzbjYrRLvi27GZvm8r5Put/d2103jDVrGwtLTV0iZ9Put8sFvbq2/ar7dm7+L/VO1fnmJwFdKjTlH3pXPoKGLpQcpcxU1Kze3vdssTJKrfMj/AN7+P/x6qvxKvYNM+H9tqSy+Te2Or2DRTf7H72KVP93a3/jlcn8PfGGsa3Fqs/iO2nhuFlW6+13CuiXG7f8Ad3f3WXZWz8RFs/E/7Psk6tHcXFnc755WbynXbBLsbav8Xm712/8A2Fdkcuq4XH06dX4YyUf/AAI5p46NfDylD7UTSle78SeC7XWdJ2w3sEqtPbzRK7p97dF833d+x2Vv4tv+/tz/AIhH7Z4UlszfLD5uoRRSWiS7nn2/3k3p822Vfv8A+3/ElcJoPhXXtN8RxXnhXVYIXuvKlXTprqWV1g/dN5T7otrRfx/O/wDF8v3Kpax4z/4QzW73xVeaY1ncXm77DY+fuidP+Wtwn39vyqi/P/E77PmSvr4cO+wxsbS/dx96P83+E+elmftKEofakeg/ETULPUfAFl4R0y7tLPS7Xb/ojrErrLA1xLK7St9yJmii+VP7vybt22uDv7+XRNJstM0rV7u/ewig+1I8TokErb2eJNr7vupv3p/Enz7N9ZPjm51fWPCtpc3O2Z7eLZ8lqqPKqp/rd/3m+VE2p91d77NlaH9vaD5tvqGnwQQ6hqW2ynRPNt96s/yXCRf3d6Oj/wC1s/4H9TgMEsPzf3pSPHrYj2konB/EvT9XTxpp63Nz9sup5WSxi+be8TO/8Wzb993/AOBI9er3+j614h0nw5BOzXl7b2af6Pcff2SxJ+9TcibmTY6733bPk/v1uT6bpGt/EBtPgVnurN4mlZ/k/wBau19rfw/LF/D93f8A3vu+la3pttpsGmLbNBZ72+zq8qqiN5rov39/ytu/9DrzcFjalTDRlNcvLE7MbRjTq+59o8svPHlppfjR/wDhKrF5rS6aB1i05l3+b/qkfyt/8abPv/8APun8VULQReC/H9/4p8Ofadb8NawjvqFvdySxTaW6xN5rfN95fu/L/wCyrXpfjnxfp82laaltdwf2lPLBLpVpLtXz5Yk3Kuz/AGt/lN/eVq828ceAo9Aj0XUPDs/9ox63Yr5dxfXK7281E3psbfL91/N83bt/ev8AJ8lYUc2p5rF4arS+LSP9f1sdUsFWwHLXjI7vw/YXms6TZW0U8aXXlKkks3+q81Ykb5m/4Gv/AH2lZ/jawvl8H67Ppsfn6nawbLaWH+CVnREdP+A7qh8PW9t4J8EanpUcV3NcXnmyy3EX7242bHZ/K/hX7jv/APFbEWvOPEC/D/4ciwv9Z1TVTqt/EtxBoVunlRRbnbej7vmVfnZvn+6u7Zv2187hslrQxr97l5Ze77vxdX8j0amYU5YfSPN7vvFB7lf2hLjT/DS3a21o8qJfXDsivFKtvKzyon935GT73y70/v133hf4J6d8K/iI0WiW15rGvy6ZstkuJ/3XzJs+ZP8AbZJX+/8AL8nyV5h4b8a654q+JjQ+GNGsUBsZYUfTo/ubvn/0if8A29uz73/AV3fN6TYPp9zf634j1q+bUtY0aKJLyFLpvsMXkRfP5SbEb59j/wAe3c7/ACba/RK2BSwssJS92PL/AOlHy9LFShW9tU94n1RrhrXw9Nq0+n6F4hlhiii0m7tWeJZ2WJv4f9V8zI9dD4bttP1jyoL5VvPsuoy26vFv8pkWV4t6fP8Adf8A9nry2/17U/EnjKbV1aLUrRt9xaxWl15sr/c2f7v3/wC5WroNtfeD5bjXL6+k22t19nurd1f7my3ZH/2dmz+P/nq9TSwzjRjTqL3omWInGrUlKmdb8WvDeoebqEG20fQpYoLdkmnfzV/ev+9RNn3fnT5/72z+5XJ/CC8uZB4qg1eKTVfB7NLe/bn/ANVtb55Yvl/i+dmZE+7/AMDWuk1vxPc+JLjU7m22/wDCQRefFpj2ku9Ps67F2Soz7Wb53b+JfnrzK8+IWvWfhmLwY0H9lRXTPdLbxQIn2hJX37N6/dZH3oyf7H+3traWEhX/AHU4/wAsiI150o+6d7NrcGlfDnwYunxrDqrW0rz30P8Ao8svkInmo/yfMvzbP9r7n8D1xvxs/wCEOv8AQ9Qgnl1B/E9qs6WsKLsSL/nrv+/+63b2/wBpkeufvNS1PR2laeSRPt7NLeW7t/y13+an/jrxPXqXw3+HUHjnUrjWpdQ0+wtbixgiW3tIHfdt3o+/7n+++z+J/wDYqKOH+rx+L7UvzCtU9rIh+HWgz2Wny6Dr2ufaV1bT4LpvOklivbGVk+VIvn+WLbu+b+Nl/wC+cPVvBPirwf4ktdctUtPEdp5UVva3rsq3Dfc83d/vs8qf7O+vQfjLb6T4C+GOpX8WlLDrsFpa2EGt2877GgW43LFs3/e3f3/l2f8AAK5rTHl1r4Mxade3K3N1dIrQahKvmxMrff8Am+byGeL91u+7XycMRi8JX9vPaUuWUf8A26Nj3JU6Fen7On9mPN/9qeg+GPBNzf2v25ol01IopXgSVk81pWT5Hf8A4Hs+Ssrxtc+IfG1/caZ4as4HstEia4lvr5niilbyndHt3+TdsfZL8jfeT502o+/gvjjrfjjx54o8P+HNBuW0fQtRtZUZ4ZXRJfk2ypL/ALO11+T7reb/ALm31X4e+A4NKsLLTLmWPUk0uCJN+1N7Sqm35/n/AIIkRPn/AIXT+5X1kqMJQ5IHhxn7xj6R4cXw/pNh441ezsLbVdG06Kws5UWVU2/d37N+7c6/ef8Ai/2Urj7rRLHxd8a9f0++0tbSKC5v5Yru33XEU67/ACn8rd/01lZ/9nYldF8fvEMSad/Zn2z97bsl0lv5uzzV3ou/ym+/8kv/AHyjtXirzf29q2lXM95Bo9lptmkvm2Mvm72Z0+ff/tsjt8/3V/2KmnhYxnGcfsxlE6fb1ZxlzHtqPp/gB5bxb6Ca3lb7F9ruG3vYNsRXf5f99P8Ad3/3fkrzL4taDpHhu+eS+0++1u4bZZWepuqXGz/ff/flb5/m3bPuVn3l5Z3+vS6ZouofadMvLpv3ztvt3lZLf97L8/8Az1d33/3nrpfiFbWfhXw/aW39tR6rqEUUDy6Y/wDx7tLEmxEt9qfKz7/7n/APnSuuhhoxr+1lP/t0xjP3fZnl/g/4S6/PBL4h8NefpUT/ACW13YxPEkv3PkWXf/fT/wAcrrtN+D9rDLrtnJq+oaxoV5L9ld7e2bzV2S/PuRWbcm5W+ZH/AO+PvV1vg/4qaZ4kl0y2s9aa2vrdYn+z+f5SWqq6fcRfl/j2fJ82yvSEv/D2m6bqtzp+q2l5plnEzy3ETK3lP8+9H2/xfJ/6HXTX9pS+0XKUYU/hK/gP4aaf4P1K0l0qxitrRolRonld5d2z+P8A9A2fN9yug8Q+ErHWP7TiufK+e1aLzUVH+dv4E/z/AB1jv42tt2lfZr62vEuJ0ile3ukd9rfIkqf8C2f8B31z/wAV/i1Z+DPEej20dnBqWoSy/aPJuNmxFVHVH/3v7v8AwP51+Rq82UqkYyl8Ujgpe/L3jznxh4ha8s9P8ULLcpLLP9ls/s+yJ/lRGll37Pm3u+z/AIBXsEzy+IdLfStQlg+ZYkaaZdiOzJuT/db/AOIrzVPFVn/bPh+xlsbL+z7DSYotkS/P5v8Az1f5Pvb0f/0OugfVbZ7q4luZWs0ig2Spt3um1HT7mx9vy/3/AP2SooT5/dq/F/VjpxFPkl7vwmJrd5B4Dlu9Il0HT9YfVGiuLW7lnZLeLdFst02bPkXfbvufev30/wCA4+t/Gi5s7/wprN9bXOlar81rrWmWjI1uyK+1LqL+8z7H2/P/AAIv3Pv5Wt+IdVttU/szxHFbXN3dbES4Rfn8qJ5dj/3fn+0bP+AVznjPR4E0Z2WNUm3P/EmxNv8A+09exLCfuuYjljKPOfRr/F3wh/wj/wDbjavbPp8Tqm+4ibfv/ubWTc//AHxXDzfGjwL8UbyLw/F9rmt7qJoluH3W+2XZtdE+T5fk+T/gf3NtfP8ADpTarb+bc/vrK3X7PEjr8jffd/8A0NGr3N/gbp/wo1mXUmaLUreKxW4sbR1+d5VT53f/AKZIu9/9rei/N89cFWlShRjVl8QQif/Z)

x **=** image**.**img\_to\_array(img) x

array([[[210., 222., 238.],

[186., 208., 221.],

[215., 224., 241.],

...,

[200., 212., 236.],

[192., 210., 230.],

[196., 213., 233.]],

[[190., 206., 222.],

[195., 214., 229.],

[191., 207., 223.],

...,

[186., 204., 224.],

[180., 200., 224.],

[184., 202., 224.]],

[[184., 205., 222.],

[201., 216., 235.],

[189., 210., 227.],

...,

[172., 196., 224.],

[171., 192., 219.],

[178., 198., 222.]],

...,

[[109., 133., 75.],

[111., 135., 77.],

[128., 152., 94.],

...,

[122., 128., 56.],

[ 69., 85., 12.],

[ 76., 93., 22.]],

[[104., 128., 70.],

[106., 130., 72.],

[107., 131., 73.],

...,

[ 92., 98., 36.],

[151., 166., 101.],

[ 43., 56., 13.]],

[[103., 127., 69.],

[112., 136., 78.],

[118., 142., 84.],

...,

[115., 121., 73.],

[122., 139., 84.],

[ 74., 86., 48.]]], dtype=float32) x**.**shape

(128, 128, 3)

*#(1,64,64,3) to expand the dims*

x **=** np**.**expand\_dims(x,axis**=**0) x**.**shape

(1, 128, 128, 3)

pred\_prob **=** model**.**predict(x)

1/1 [==============================] - 0s 177ms/step

pred\_prob

array([[0., 0., 0., 1., 0.]], dtype=float32) class\_name**=**['daisy','dandelion','rose','sunflower','tulip'] pred\_id **=** pred\_prob**.**argmax(axis**=**1)[0]

pred\_id 3

print("predicted animal is ",str(class\_name[pred\_id])) predicted animal is sunflower